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Abstract

Tabular data is a prevalent source in machine learning. While classical methods have proven
effective, deep learning methods for tabular data are emerging as flexible alternatives due to
their capacity to uncover hidden patterns and capture complex interactions. Considering
that deep tabular methods exhibit diverse design philosophies, including the ways they
handle features, design learning objectives, and construct model architectures, we introduce
Talent (Tabular Analytics and LEarNing Toolbox), a versatile toolbox for utilizing,
analyzing, and comparing these methods. Talent includes over 35 deep tabular prediction
methods, offering various encoding and normalization modules, all within a unified, easily
extensible interface. We demonstrate its design, application, and performance evaluation
in case studies. The code is available at https://github.com/LAMDA-Tabular/TALENT.
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1 Introduction

Machine learning has achieved significant success across a wide range of domains. Tabular
data, characterized by datasets arranged in a table format, represents one of the most
prevalent types of data applied in machine learning applications such as click-through rate
(CTR) prediction (Guo et al., 2017), cybersecurity (Buczak and Guven, 2016), medical
analysis (Schwartz et al., 2007), and identity protection (Liu et al., 2022). In these datasets,
each row typically represents an individual instance, while each column corresponds to a
specific attribute or feature. In the context of supervised learning, each training instance
is paired with a label, which can be discrete for classification tasks and continuous for
regression tasks. Machine learning models are designed to learn a mapping from the input
instances to their corresponding labels using the training data, with the goal of generalizing
this mapping to unseen data from the same distribution.

Methodologies for analyzing tabular datasets have evolved substantially. Classical tech-
niques such as Logistic Regression, Support Vector Machine, Multi-Layer Perceptron, and
decision trees have long served as the foundation for numerous algorithms (Bishop, 2006).
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In practical applications, tree-based ensemble methods—including XGBoost (Chen and
Guestrin, 2016), LightGBM (Ke et al., 2017), and CatBoost (Prokhorenkova et al., 2018)—
have demonstrated substantial performance improvements. Inspired by the success of Deep
Neural Networks in visual and linguistic tasks (Simonyan and Zisserman, 2015; Vaswani
et al., 2017; Devlin et al., 2019), researchers have developed deep learning models tailored
for tabular data (Zhang et al., 2016; Borisov et al., 2022). The advanced deep tabular
models excel at uncovering hidden patterns and improving predictive performance (Chen
et al., 2023b; Gorishniy et al., 2024; Ye et al., 2024b). These methods offer several key
advantages, such as seamless integration into multi-modal pipelines (Gorishniy et al., 2021;
Jiang et al., 2024a), efficient modeling of complex feature interactions (Wang et al., 2017),
and flexibility in gradient-based optimization (Borisov et al., 2022). These strengths make
them especially well-suited for tasks involving diverse data types or multi-task learning,
where shared representations across related tasks can further enhance both performance
and efficiency (Zhou et al., 2023; Yan et al., 2024; Ye et al., 2023).

Although deep learning offers significant benefits for analyzing tabular data, its practical
application is often hindered by the lack of consistent interfaces and varying preprocess-
ing requirements among different methods. We introduce a versatile and comprehensive
toolbox, Talent (Tabular Analytics and LEarNing Toolbox), designed for tabular data
prediction. Talent integrates both classical and advanced deep methods into a unified
architecture, standardizing interfaces, streamlining preprocessing steps, and enabling fair,
consistent evaluation across diverse scenarios. Additionally, the toolkit supports the compo-
sition of effective deep learning modules for tabular data, offering scalable solutions tailored
to various complexities and data-specific needs.

2 Advantages and Comparison to Existing Toolkits

To highlight the advantages of Talent, we compare it against several widely used toolk-
its, including RTDL (Gorishniy et al., 2021), Pytorch tabular (Joseph, 2021), DeepTa-
bles (Jian Yang, 2022), Pytorch widedeep (Zaurin and Mulinka, 2023), and Pytorch frame(Hu
et al., 2024), as shown in Table 1.

Model Diversity. As outlined in Appendix A.1, Talent offers over 35 deep tabular
methods, significantly exceeding the model diversity of other toolkits, allowing users to
select the best-fit model based on the complexity and specifics of their tasks. More than

Table 1: The main differences between Talent and other tabular deep learning toolkits.

Toolkit
Deep

Methods
Methods in
Three Years

Datasets
Encoding

Technologies
General
Models

RTDL 9 0 11 ✓ ✗

Pytorch tabular 11 1 0 ✗ ✗

DeepTables 15 0 9 ✗ ✗

Pytorch widedeep 12 0 8 ✗ ✗

Pytorch frame 8 2 55 ✗ ✗

Talent 35+ 25+ 300 ✓ ✓

2



Talent: A Tabular Analytics and Learning Toolbox

60% of these methods have been introduced within the last three years, ensuring they
are cutting-edge and relevant to modern research challenges. Moreover, Talent uniquely
includes general tabular models—pretrained models ready for direct use on downstream
tasks—which are absent in other toolkits. These general models enhance the toolbox’s
versatility, supporting a broader range of tasks and offering greater flexibility across various
data types and prediction scenarios.

Encoding Techniques. In addition to supporting a wide variety of encoding strategies
for categorical features, Talent provides eight distinct techniques for encoding numerical
features, as detailed in Appendix A.2, offering a more comprehensive approach to data pre-
processing. This versatility in encoding allows users to customize their data representations
to suit specific analytical and modeling requirements, enhancing both the adaptability and
performance of their models across diverse tasks.

Extensibility. The modular architecture of Talent is specifically designed for both
flexibility and scalability. Users can effortlessly incorporate new models and methods fol-
lowing the guidance provided in Appendix C, enabling the toolkit to adapt to evolving
research demands and practical applications. Whether enhancing its functionality or intro-
ducing innovative approaches, the framework’s extensible design ensures that it remains a
powerful and up-to-date resource in the rapidly evolving field of tabular deep learning.

3 Toolbox Usage

In this section, we introduce the dependencies and workflow for using Talent.

3.1 Dependencies

Talent leverages open-source libraries to support its advanced data processing and machine
learning functionalities, following the organized code structure introduced by RTDL (Gor-
ishniy et al., 2021). For model optimization and hyperparameter tuning, it utilizes Op-
tuna (Akiba et al., 2019). These carefully chosen dependencies offer users a powerful,
flexible, and efficient toolkit for addressing various challenges in tabular data analysis.
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Figure 1: Flowchart depicting the data prediction process with Talent.
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3.2 The workflow of Talent

The flowchart in Figure 1 visually illustrates the streamlined workflow enabled by our
toolbox. It begins with data loading, followed by preprocessing, hyperparameter tuning,
model training, prediction, and ultimately evaluation. This structured workflow ensures a
smooth transition from raw data to meaningful results.

The following example demonstrates how to use the toolbox to run experiments across
multiple seeds, ensuring a robust evaluation of method performance:

1 from tqdm import tqdm

2 from TALENT.model.utils import (

3 get_deep_args,show_results,tune_hyper_parameters, get_method,set_seeds)

4 from TALENT.model.lib.data import get_dataset

5 args, default_para, opt_space = get_deep_args()

6 train_val_data, test_data, info = get_dataset(args.dataset, args.dataset_path)

7 if args.tune:

8 args = tune_hyper_parameters(args, opt_space, train_val_data, info)

9 for seed in tqdm(range(args.seed_num)):

10 args.seed = seed

11 method = get_method(args.model_type)(args, info["task_type"] == "regression")

12 time_cost = method.fit(train_val_data, info, train=True)

13 vres, metric_name, predict_logits = method.predict(test_data, info)

• The get args function retrieves and parses the arguments, default hyperparameters, and
the optimization space for hyperparameter tuning.

• The get dataset function loads the specified dataset from the provided path, splits it into
training/validation and test sets, and provides additional information about the dataset.

• If hyperparameter tuning is enabled, the tune hyper parameters function adjusts the
arguments based on the optimization space and the training/validation data.

• The get method function selects the appropriate model class based on the model type
specified in args.model type.

• The seed is updated for each iteration, and the performance metrics and predictions
are recorded for each seed, enabling a comprehensive evaluation of the model across
different initializations. Classification tasks are evaluated using metrics like Accuracy,
F1-Score, Log Loss, and AUC, while regression tasks are assessed with MAE, RMSE,
and R2 (Lewis-Beck, 2015). As an application of Talent, we conducted fair comparisons
of representative methods on 300 benchmark datasets (Ye et al., 2024a), as detailed in
Appendix D.

4 Conclusion

We introduce Talent, a machine learning toolbox designed for tabular data prediction
tasks. Talent incorporates both classical and deep tabular methods and includes modules
for hyperparameter tuning and preprocessing, aiming to improve learning efficiency and
performance on tabular datasets. Additionally, we use Talent to conduct fair comparisons
of recent deep tabular methods across a wide range of datasets. The toolbox is designed
to be user-friendly and accessible to practitioners across diverse fields, providing a unified
interface that is flexible and easily adaptable for integration with newly designed methods.
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Appendix A. Supported Methods and Encoding Techniques

We provide an overview of the tabular prediction methods and encoding techniques sup-
ported by Talent.

A.1 Supported Methods

In Talent, we implement a comprehensive range of models that implement the mapping
f from features to outputs, all with a unified interface. These models encompass classical
methods, tree-based methods, and advanced deep learning techniques for tabular data.

Classical models in Talent include K-Nearest Neighbors (KNN) and Support Vector
Machines (SVM) for various tasks, as well as Linear Regression (LR) for regression tasks.
For classification tasks, it supports Logistic Regression (LogReg), Naive Bayes, and Nearest
Class Mean (NCM).
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Tree-based methods in Talent incorporate powerful algorithms such as Random Forest,
XGBoost (Chen and Guestrin, 2016), CatBoost (Prokhorenkova et al., 2018), and Light-
GBM (Ke et al., 2017). These algorithms are well-known for their high efficiency and strong
predictive performance across diverse datasets.

Our toolbox provides a comprehensive selection of state-of-the-art deep tabular pre-
diction methods, each meticulously designed to address specific challenges in tabular data
analysis.

• MLP: A multi-layer neural network, implemented based on Gorishniy et al. (2021).
• ResNet: A deep neural network that employs skip connections across multiple layers,

which is implemented as described in Gorishniy et al. (2021).
• MLP PLR (Gorishniy et al., 2022): An improved multilayer perceptron (MLP), which

utilizes periodic activations.
• RealMLP (Holzmüller et al., 2024): An improved version of multilayer perceptron.
• SNN (Klambauer et al., 2017): An MLP-like architecture utilizing the SELU activation,

which facilitates the training of deeper neural networks.
• TabM (Gorishniy et al., 2025): A model based on MLP and variations of BatchEnsem-

ble (Wen et al., 2020).
• DANets (Chen et al., 2022): A neural network designed to enhance tabular data pro-

cessing by grouping correlated features and reducing computational complexity.
• TabCaps (Chen et al., 2023a): A capsule network that encapsulates all feature values of

a record into vectorial representations.
• BiSHop (Xu et al., 2024): An end-to-end framework for deep tabular learning which

leverages a sparse Hopfield model with adaptable sparsity, enhanced by column-wise and
row-wise modules.

• DCNv2 (Wang et al., 2021): A method that combines an MLP-like module with a
feature crossing module, incorporating both linear layers and multiplicative interactions.

• NODE (Popov et al., 2020): A tree-mimic method that generalizes oblivious decision
trees, combining gradient-based optimization with hierarchical representation learning.

• GrowNet (Badirli et al., 2020): A gradient boosting framework utilizing shallow neural
networks as weak learners.

• TabNet (Arik and Pfister, 2021): A tree-mimic method employing sequential attention
for feature selection, with interpretability and self-supervised learning capabilities.

• GRANDE (Marton et al., 2024): A tree-mimic method for learning hard, axis-aligned
decision tree ensembles using end-to-end gradient descent.

• ProtoGate (Jiang et al., 2024b): A prototype-based model for high-dimensional, low-
sample-size biomedical data, which adapts global and local feature selection for improved
prediction accuracy and interpretability.

• TabR (Gorishniy et al., 2024): A deep learning model that integrates a KNN component
to enhance tabular data predictions via an efficient attention-like mechanism.

• ModernNCA (Ye et al., 2024b): A deep tabular model inspired by traditional Neighbor
Component Analysis (Goldberger et al., 2004), which makes predictions based on the
relationships with neighbors in a learned embedding space.

• DNNR (Nader et al., 2022) enhances KNN predictions by using local gradients and
Taylor approximations for more accurate and interpretable predictions.

10



Talent: A Tabular Analytics and Learning Toolbox

• AutoInt (Song et al., 2019): A token-based method that leverages a multi-head self-
attentive neural network to automatically learn high-order feature interactions.

• TabTransformer (Huang et al., 2020): A token-based method that transforms categor-
ical features into contextual embeddings to enhance tabular data modeling.

• FT-Transformer (Gorishniy et al., 2021): A token-based method which transforms
features to embeddings, followed by a series of attention-based transformations.

• Saint (Somepalli et al., 2022): A token-based method using row and column attention
mechanisms for tabular data.

• Trompt (Chen et al., 2023c): A prompt-based deep neural network for tabular data,
designed to separate learning into intrinsic column features and sample-specific feature
importance.

• T2G-former (Yan et al., 2023): A token-based method that processes data guided by
relation graphs and uses a Cross-level Readout for global semantics in prediction.

• ExcelFormer (Chen et al., 2023b): A token-based model featuring a semi-permeable
attention module for tabular data prediction, with tailored data augmentation and an
attentive feedforward network.

• AMFormer (Cheng et al., 2024): A token-based method which improves the transformer
architecture for tabular data by incorporating parallel addition and multiplication atten-
tion mechanisms, and uses prompt tokens to constrain feature interactions.

• TANGOS (Jeffares et al., 2023): A regularization-based model that uses gradient attri-
butions to promote neuron specialization and orthogonalization for tabular data.

• SwitchTab (Wu et al., 2024): A self-supervised method tailored for tabular data that
improves representation learning through an asymmetric encoder-decoder framework.

• PTaRL (Ye et al., 2024c): A regularization-based framework that enhances prediction
by constructing and projecting into a prototype-based space.

• TabPTM (Ye et al., 2023): A general method for tabular data that standardizes hetero-
geneous datasets using meta-representations, allowing a pre-trained model to generalize
to unseen datasets without additional training.

• TabPFN (Hollmann et al., 2023): A general model which involves the use of pre-trained
deep neural networks that can be directly applied to other tabular classification tasks.

• HyperFast (Bonet et al., 2024): A meta-trained hypernetwork that generates task-
specific neural networks for instant classification of tabular data.

• TabPFN v2 (Hollmann et al., 2025): An improved version of TabPFN.
• TabICL (Qu et al., 2025): A pretrained model similar to TabPFN v2, but with faster

processing speed and better performance on large-scale datasets.
• TabAutoPNPNet (Rizzo et al., 2025): A tabular model based on periodicity, partic-

ularly the Fourier transform and Chebyshev polynomials, with performance on par with
or superior to FT-Transformer.

A.2 Encoding Techniques

According to Gorishniy et al. (2022), embeddings for numerical features significantly im-
prove the performance of deep learning models on tabular data by providing more expres-
sive and powerful initial representations. This approach is beneficial for both MLPs and
advanced Transformer-like architectures. In Talent, we integrate various numerical en-
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coding techniques, improving the input quality for machine learning models. The diverse
selection of encoding methods ensures effective and customized data preprocessing for dif-
ferent analytical needs. Here are the encoding methods included in Talent:
• Quantile-based Binning (Q bins) constructs bins by dividing value ranges according

to the quantiles of the individual feature distributions, replacing the original values with
their corresponding bin indices.

• Target-aware Binning (T bins) creates bins using training labels to correspond to
narrow ranges of possible target values. This approach is similar to the “C4.5 Discretiza-
tion” algorithm (Kohavi and Sahami, 1996), which splits the value range of each feature
using the target as guidance.

• Quantile-based Unary Encoding (Q Unary) (Li and Lin, 2006) converts numerical
values into unary binary-encoded bin indices based on quantiles.

• Target-aware Unary Encoding (T Unary) (Li and Lin, 2006) generates unary binary-
encoded bin indices using target-aware transformations.

• Quantile-based Johnson Encoding (Q Johnson) (Shah et al., 2022) encodes numer-
ical data based on quantile intervals using Johnson distribution transformations (Libaw
and Craig, 1953), replacing original values with Johnson binary-encoded bin indices.

• Target-aware Johnson Encoding (T Johnson) (Shah et al., 2022) applies Johnson
transformations with target-aware bins, replacing original values with Johnson binary-
encoded bin indices (Libaw and Craig, 1953).

• Quantile-based Piecewise Linear Encoding (Q PLE) (Gorishniy et al., 2022) seg-
ments numerical data based on quantiles and applies piecewise linear transformations.

• Target-aware Piecewise Linear Encoding (T PLE) (Gorishniy et al., 2022) builds
target-aware bins and applies piecewise linear transformations.

Additionally, Talent incorporates various categorical encoding techniques, including
Ordinal encoding, One-Hot encoding, Binary encoding, Hash encoding (Weinberger
et al., 2009), Target encoding (Micci-Barreca, 2001), Leave-One-Out encoding, and Cat-
Boost encoding (Prokhorenkova et al., 2018).

Appendix B. Usage Example with scikit learn-style Interface

We are pleased to note that the community has contributed an extension named scikit talent1,
which provides a scikit-learn-style interface for using models in the Talent framework.
This interface supports custom data loading and seamless integration with common Python
libraries such as pandas, numpy, and scikit-learn.

Below is a simple usage example of scikit talent that demonstrates how to load a
dataset from OpenML, split it into training and testing sets, and evaluate a deep tabular
model using balanced accuracy score:

1 import numpy as np

2 import openml

3 from sklearn.metrics import balanced_accuracy_score

4 from sklearn.model_selection import train_test_split

5 from scikit_talent.talent_classifier import DeepClassifier

6

7 model = "modernNCA"

1. https://github.com/hengzhe-zhang/scikit-TALENT

12



Talent: A Tabular Analytics and Learning Toolbox

8 M = DeepClassifier(model_type=model)

9

10 dataset = openml.datasets.get_dataset(3, download_data=True)

11 X, y, categorical_indicator, _ = dataset.get_data(target=dataset.

default_target_attribute, dataset_format="dataframe"

12 )

13 X, y = np.array(X), np.array(y)

14

15 dataset_size = 100 # Define training size

16 X_train_pre, X_test, y_train_pre, y_test = train_test_split(X, y, train_size=

dataset_size)

17

18 M.fit(X_train_pre, y_train_pre, categorical_indicator)

19 predictions = M.predict(X_test)

20 score = balanced_accuracy_score(y_test, predictions)

21 print(f"{model}: Balanced Accuracy Score = {score}")

This example illustrates how users can rapidly prototype and evaluate models using
familiar tools and APIs, thereby enhancing the usability and accessibility of the Talent
framework for researchers and practitioners alike.

Appendix C. Adding New Methods

Talent is designed to be highly customizable, allowing users to integrate new machine
learning methods effortlessly. Whether users are adding a well-known algorithm or experi-
menting with a novel approach, follow these steps to expand the capabilities of the toolbox,
as illustrated in Figure 2:

1. Register the Model: Start by registering the new model class in the model/models

directory. Ensure that this class defines the architecture of the model, specifying how
the model will be constructed.

2. Create the Method Class: Create a new method class within the model/methods

directory. This class should inherit from the base class provided in base.py. Implement
the necessary components of the machine learning method in this class, including the
training and prediction processes.

3. Method Integration: Integrate the new method into the workflow of Talent by
adding its name to the get method function located in model/utils.py. This function
maps model types to their respective classes, enabling the toolbox to instantiate the
correct model.

4. Configure Parameters: Update the JSON files in the configs/default and
configs/opt space directories to include default hyperparameters and hyperparameter
search spaces for the new method.

5. Adjust Training Processes: If the method requires a unique training procedure,
modify the relevant functions in model/methods/base.py. Tailor these functions to
accommodate any special optimization strategies that the method requires.

By following these steps, researchers can add new algorithms to Talent, adapting it
to meet diverse research needs. For detailed examples and additional guidance, refer to the
implementation of existing methods in the model/methods directory.
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For contributors who wish to contribute to Talent, please refer to our contribution
guidelines2 for more information on how to submit your contributions. We welcome and
appreciate all forms of contributions to the project.

Train ModelTune Hyperparameters

Define Method Class Register Model

Method Integration

Configure Parameters

Figure 2: Workflow for Adding a New Method to Talent.

Appendix D. Preliminary Experiments

We provide comprehensive evaluations of classical and deep tabular methods based on
our toolbox in a fair manner, as shown in Figure 3. The benchmark covers 300 tabular
datasets Ye et al. (2024a) drawn from diverse domains such as finance, education, and
physics, encompassing binary classification, multi-class classification, and regression tasks.
These datasets exhibit substantial variability in both the number of samples and the number
of features, ensuring a broad assessment across different data characteristics. The detailed
statistics are provided in Figure 4. The evaluations cover three tabular prediction tasks:
binary classification, multi-class classification, and regression, with each subfigure repre-
senting a different task type. The datasets are available at Google Drive.

We use accuracy and RMSE as the metrics for classification and regression, respectively.
To calibrate the metrics, we choose the average performance rank to compare all methods,
where a lower rank indicates better performance, following Sheskin (2003). Efficiency is
calculated by the average training time in seconds, with lower values denoting better time
efficiency. The model size is visually indicated by the radius of the circles, offering a quick
glance at the trade-off between model complexity and performance.

2. https://github.com/LAMDA-Tabular/TALENT/blob/main/CONTRIBUTING.md
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Figure 3: Performance-Efficiency-Size comparison of representative tabular methods on our
toolbox for (a) binary classification, (b) multi-class classification, (c) regression
tasks, and (d) all task types. The performance is measured by the average rank
of all methods (lower is better). We also consider the dummy baseline, which
outputs the label of the major class and the average labels for classification and
regression tasks, respectively.

From the comparison, we observe that CatBoost achieves the best average rank in most
classification and regression tasks, aligning with findings in McElfresh et al. (2023). Among
all deep tabular methods, ModernNCA and RealMLP perform best in most cases while
maintaining acceptable training costs. These visualizations serve as an effective tool for
quickly and fairly assessing the strengths and weaknesses of various tabular methods across
different task types, enabling researchers and practitioners to make informed decisions when
selecting suitable modeling techniques for their specific needs.
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Figure 4: Statistics of the benchmark datasets. (a) Distribution of datasets across task
types: binary classification, multi-class classification, and regression. (b) Distri-
bution across application domains such as finance, education, and physics. (c)
Distribution of datasets by the number of samples. (d) Distribution of datasets
by the number of features. These statistics highlight the diversity of the bench-
mark in terms of task type, application domain, and data scale.
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